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요 약  

 
서버리스 컴퓨팅 환경에서 상태 저장 워크로드를 지원하기 위한 방안으로 분산 공유 로그가 주목받고 있다. Boki, 

FlexLog, IndiLog 세 가지 주요 시스템의 발전 과정을 통해 분산 공유 로그 기반 상태 저장 서버리스 시스템의 연구 

동향을 분석한다. Boki 는 메타로그를 통해 서버리스 컴퓨팅을 위한 공유 로그 런타임을 최초로 제안했다. FlexLog 는 

영구 메모리와 유연한 순서 보장 프로토콜을 도입하여 Boki 의 스토리지 및 순서 보장 계층의 성능 병목을 해결했다. 

나아가 IndiLog 는 컴퓨팅 계층과 인덱스를 분리하는 인덱싱 아키텍처를 제시하여 동적 확장성과 자원 안정성을 확보했다. 
이러한 시스템들의 진화 과정은 서버리스 환경에 최적화된 분산 공유 로그 시스템이 고성능 하드웨어의 도입을 넘어, 각 

구성 요소를 분리하고 전문화하는 아키텍처로 발전하고 있음을 시사한다. 

 

 

Ⅰ. 서 론  

서버리스 컴퓨팅은 개발자가 인프라 관리 부담 없이 

코드를 실행할 수 있게 해주는 패러다임으로 자리 

잡았다. 그러나 서버리스 환경 위에서 구축되는 

애플리케이션들은 점차 복잡한 상태를 관리해야 하는 
상태 저장 워크로드가 필요하다. 이러한 불일치는 상태 

저장 서버리스 시스템이 해결해야 할 도전 과제로 

부상했다. 

현재 애플리케이션은 상태 관리를 위해 범용 클라우드 
스토리지 서비스에 의존한다. 하지만 이런 서비스들은 

서버리스 워크로드가 요구하는 낮은 지연 시간, 강력한 

일관성, 그리고 내결함성을 동시에 만족시키기 어렵다. 

특히 여러 함수로 구성된 워크플로우에서 특정 함수가 
중간에 실패할 경우 애플리케이션의 전체 상태가 불일치 

될 위험이 존재한다. 

이러한 문제에 대한 해결책으로 분산 공유 로그가 

주목받고 있다. 분산 공유 로그는 전체적인 로그의 
순서가 보장되고 내결함성을 가지는 레코드의 시퀀스를 

제공하는 메커니즘이다. 이 모델은 상태 기계 복제(State 

Machine Replication, SMR)를 효율적으로 지원하며 

개발자가 복잡한 합의 프로토콜을 직접 관리할 필요 
없이 강력한 일관성과 내결함성을 달성할 수 있게 된다. 

본 논문은 Boki [1], FlexLog [2], IndiLog [3] 라는 

세 가지 분산 공유 로그 시스템을 중심으로 공유 로그 

기반 상태 저장 서버리스 시스템의 연구 동향을 
분석한다. 이 시스템들의 발전 과정은 단순히 개별적인 

개선의 나열이 아니라, 서버리스 환경에 공유 로그를 

적용하는 과정에서 발생하는 병목 지점을 식별하고 
해결해 나가는 방향을 보여준다. 각 시스템의 핵심 

기여와 한계를 분석하고, 이를 바탕으로 미래 연구 

방향을 제시하고자 한다. 

 

Ⅱ. 관련 연구 

Boki [1]는 상태 저장 서버리스 컴퓨팅을 위해 특별히 

설계된 분산 공유 로그 런타임을 최초로 제안한 

시스템이다. Boki 의 아키텍처는 Nightcore [4] 라는 

FaaS 런타임 위에 구축되었으며, 서버리스 함수가 
실행되는 노드에 LogBook 엔진을 함께 배치하는 구조를 

특징으로 한다. 이 엔진은 로그의 모든 레코드 위치를 

찾기 위한 로그 인덱스를 메모리에 유지하며 읽기 

지역성을 향상시키기 위한 레코드 캐시를 관리한다. 
이러한 설계는 인덱스 읽기를 항상 로컬에서 

처리함으로써 서버리스 함수가 낮은 읽기 지연 시간을 

달성하도록 한다. 

Boki 에서 쓰기 요청이 발생하면 LogBook 엔진은 
해당 데이터를 함수가 실행된 노드와 매핑된 스토리지 

노드의 특정 샤드에 기록한다. 각 스토리지 노드는 

변경된 로그들을 시퀀서 노드에 보고하고 주요 시퀀서는 

이 정보를 취합하여 메타로그(Metalog)에 추가함으로써 
로그의 전체 순서를 확정한다. 각 LogBook 엔진은 

메타로그를 구독하여 자신의 로컬 인덱스와 캐시를 

비동기적으로 갱신한다. 

 



 

기존의 Boki 시스템은 스토리지 계층을 SSD 에 

최적화된 RocksDB 엔진 위에 구축한다. SSD 기반 
아키텍처는 내구성을 보장하기 위해 운영체제의 동기화 

시스템 콜에 의존하게 되는데, 이에 따라 Boki 는 

1~3ms 수준의 높은 읽기 지연 시간을 보이는 한계가 

있었다. 이를 해결하기 위해 FlexLog [2]는 영구 
메모리(Persistent Memory, PM)를 저장 매체로 

채택했다. FlexLog 는 최근 접근한 데이터를 위한 DRAM 

캐시, 충돌 일관성을 보장하며 데이터를 저장하는 PM 

그리고 오래된 데이터를 SSD 로 옮기는 계층적 저장소 
아키텍처를 구현한다. PM 의 낮은 지연 시간을 활용하여 

FlexLog 는 Boki 의 저장소 계층보다 더 빠른 처리량을 

달성했다. 

또한, Boki 는 모든 로그에 대해 전역적으로 단일 전체 
순서 보장을 위해 Paxos 합의 프로토콜을 사용한다. 이 

방식은 강력한 일관성을 제공하지만, 모든 요청마다 

값비싼 Paxos 프로토콜을 실행해야 하므로 성능 병목이 

된다. FlexLog 는 유연한 순서 보장을 제공하는 확장 
가능한 아키텍처를 도입했다. FlexLog 의 순서 보장 

계층은 트리 구조의 시퀀서 노드들로 구성된다. 각 

시퀀서는 자신이 담당하는 ‘색상’ 내에서만 전체 순서를 

보장하며 서로 다른 색상의 로그는 병렬적으로 처리될 
수 있다. 애플리케이션은 필요에 따라 단일 색상으로 

기록하여 강력한 일관성을 얻거나, 여러 색상으로 

기록하여 느슨한 일관성으로 성능을 높일 수 있다. 

이러한 프로토콜 덕분에 FlexLog 는 Boki 의 순서 보장 
계층보다 2~4배 더 낮은 지연 시간을 달성했다. 

 

Boki 는 모든 컴퓨팅 노드가 전체 로그에 대한 

인덱스를 로컬 RAM 에 저장해야 한다는 구조적 한계를 
가진다. 이는 함수 인스턴스가 급증하여 새로운 컴퓨팅 

노드를 추가할 때, 새 노드는 인덱스가 없어 기존 노드에 

원격으로 조회해야만 한다. 이 과정에서 발생하는 리소스 

경합은 시스템 전체의 성능을 저하시키고 서버리스 
환경의 핵심인 확장성을 저해한다. IndiLog [3]는 컴퓨팅 

계층과 인덱스를 분리하고 항상 가동하는 전용 인덱스 

계층을 도입하여 이 문제를 해결했다. 새로운 컴퓨팅 

노드는 인덱스 정보가 필요할 때 다른 컴퓨터 노드가 
아닌 전용 인덱스 계층에 질의하므로, 노드 간 리소스 

경합 없이 동적 확장이 가능해진다. 

또한, Boki 의 로컬 인덱스는 전체 로그 크기에 

비례하여 결국 컴퓨팅 노드의 메모리를 고갈시키고 
OOM(Out-of-Memory) 오류로 시스템을 충돌시키는 

안정성 문제를 야기했다. IndiLog 는 컴퓨팅 노드에 

엄격하게 제한된(size-bounded) 로컬 인덱스를 유지하는 

방식으로 이 문제를 해결했다. 이 로컬 인덱스는 20MB 
정도로 크기가 제한되어 OOM 문제를 방지하고 시스템 

안정성을 확보한다. 

 

Ⅲ. 결론  

본 논문은 분산 공유 로그 기반의 상태 저장 서버리스 
시스템 연구 동향을 Boki, FlexLog, IndiLog 세 

시스템을 중심으로 분석했다. 이들의 발전 과정은 

서버리스 환경이 요구하는 낮은 지연 시간, 높은 처리량, 

그리고 동적 확장성을 달성하기 위해 시스템의 병목 
지점을 순차적으로 해결해 나가는 뚜렷한 흐름을 

보여준다. 

Boki 는 메타로그 기반의 분산 공유 로그 런타임을 

제시하며 해당 연구 분야의 기틀을 마련했다. 하지만 
SSD 기반 스토리지의 I/O 지연 시간, Paxos 프로토콜 

기반의 유연하지 않은 순서 보장 등으로 인해 확장성 

측면에서 한계를 드러냈다. 
FlexLog 는 이러한 Boki 의 한계 중 스토리지와 순서 

보장 계층의 성능 문제에 집중했다. 영구 메모리를 

활용한 계층적 스토리지로 I/O 병목을 해결하고, 트리 

구조의 시퀀서를 통한 유연한 순서 보장으로 프로토콜 
오버헤드를 줄여 Boki 대비 더 나은 성능을 달성했다. 

또한, IndiLog 는 컴퓨팅 계층과 인덱싱을 완전히 

분리하는 아키텍처를 통해 Boki 의 인덱싱으로 인한 

확장성 한계를 극복했다.  
결론적으로, 분산 공유 로그 기반 서버리스 시스템의 

연구 동향은 Boki 에서 출발하여 성능 최적화를 위한 

하드웨어 및 프로토콜 개선한 FlexLog 와 확장성을 위해 

컴퓨팅 계층과 인덱스를 분리한 IndiLog 로 진화하고 
있다. 

향후 연구는 분리된 아키텍처를 기반으로 각 계층을 

더욱 정교하게 최적화하고, 다양한 워크로드에 동적으로 

적응하는 자율적인 시스템을 구현하는 방향으로 나아갈 
것으로 전망된다. 
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